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**Постановка задачи**

Пусть имеется задача целочисленного линейного программирования

(1)

,

*x - целое*

где с ∈ Zn, х = (х1, х2 , . . . , xn)T ∈ Zn — вектор переменных, A ∈ Rm\*n, rankA = m < n. Требуется получить оптимальный план задачи или вернуть отсекающее ограничение.

**Описание алгоритма метода**

Шаг 1. Найти оптимальное решение задачи линейного программирования.

Шаг 2. Прекращаем решение задачи ЦЛП, если все переменные задачи ЛП целые. В противном случае переходим к шагу 3.

Шаг 3. Сформируем отсекающую плоскость (ограничение). Для этого выберем любую дробную переменную (это обязательно базисная переменная!) x0i0, i0 ∈ J0Б. Здесь J0Б – оптимальный базис текущей задачи ЛП. Положим y’ = e’i0(A0Б)-1, aj =y’Aj, =y’b , fj - дробная часть числа аj, f - дробная часть числа . Сформируем отсекающее ограничение , исходя из ограничения , построенного по правилам предыдущего пункта

Шаг 4. Добавляем отсекающее ограничение и новую (целую!) переменную к задаче ЛП и получаем расширенную (новую) задачу ЛП. Переходим к шагу 1.

**Результат работы**

**Тест 1**

Задание:

Вывод программы:

![](data:image/png;base64,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)

**Код**

import math

import numpy as np

def get\_cb(Jb, c):

Cb = np.zeros((len(Jb)))

i = 0

while i < len(Jb):

Cb[i] = c[Jb[i] - 1]

i = i + 1

return Cb

def get\_delta(A, u, c):

delta = np.zeros((A.shape[1]))

i = 0

while i < A.shape[1]:

Aj = np.array([A[:, i]]).transpose()

delta[i] = np.dot(u, Aj) - c[i]

i = i + 1

return np.around(delta, decimals=6)

def get\_negative\_elements\_indexes(A, delta):

negative\_elems = []

i = 0

while i < A.shape[1]:

if delta[i] < 0:

negative\_elems.append(i+1)

i = i + 1

return negative\_elems

def get\_j0(negative\_elems, delta, Jh):

minimum = 1

j0 = -1

j = 0

while j < len(negative\_elems):

if minimum > delta[negative\_elems[j] - 1] and negative\_elems[j] in Jh:

minimum = delta[negative\_elems[j] - 1]

j0 = negative\_elems[j]

j = j + 1

return j0

def get\_new\_x(x, minimum, j0, z, Jb, Jh):

new\_x = np.copy(x)

for i in Jh:

new\_x[i - 1] = 0

new\_x[j0 - 1] = minimum

i = 0

while i < len(Jb):

new\_x[Jb[i] - 1] = x[Jb[i] - 1] - minimum \* z[i]

i = i + 1

return new\_x

def get\_new\_Jb(Jb, s, j0):

new\_Jb = np.copy(Jb)

new\_Jb[s - 1] = j0

return new\_Jb

def get\_new\_Jh(new\_Jb, count):

new\_Jh = []

i = 0

while i < count:

if not (i + 1) in new\_Jb:

new\_Jh.append(i + 1)

i = i + 1

return new\_Jh

def get\_new\_Ab\_and\_B(A, Ab, B, s, j0):

new\_Ab = np.copy(Ab)

new\_Ab[:, s - 1] = A[:, j0 - 1]

a = np.array([A[:, j0 - 1]]).transpose()

l = np.dot(B, a)

ls = float(l[s - 1])

if ls == 0:

return -2, -2 # matrix degenerate

l[s - 1] = -1

new\_l = -1 / ls \* l

Q = np.eye((Ab.shape[0]))

Q[:, s - 1] = new\_l[:, 0]

new\_B = np.dot(Q, B)

return new\_Ab, new\_B

def get\_min\_and\_s(x, z, Jb):

minimum = 1000

s = -1

i = 0

while i < len(z):

if z[i] > 0:

if minimum > x[Jb[i] - 1] / z[i]:

minimum = x[Jb[i] - 1] / z[i]

s = i + 1

i = i + 1

return minimum, s

def new\_iteration(A, b, c, Ab, B, Jb, Jh, x):

Cb = get\_cb(Jb, c)

u = np.dot(Cb, B)

delta = get\_delta(A, u, c)

negative\_elems = get\_negative\_elements\_indexes(A, delta)

if len(negative\_elems) == 0:

return x, Jb # end of recursion

j0 = get\_j0(negative\_elems, delta, Jh)

z = np.dot(B, A[:, j0 - 1])

positive = False

for el in z:

if el > 0:

positive = True

if not positive:

print("STOP")

print("задача не имеет решения в силу неограниченности сверху целевой функции на множестве планов")

return None, None

minimum, s = get\_min\_and\_s(x, z, Jb)

new\_x = get\_new\_x(x, minimum, j0, z, Jb, Jh)

new\_Jb = get\_new\_Jb(Jb, s, j0)

new\_Jh = get\_new\_Jh(new\_Jb, A.shape[1])

new\_Ab, new\_B = get\_new\_Ab\_and\_B(A, Ab, B, s, j0)

if type(new\_Ab) == type(-2):

print("STOP")

print("Матрица вырожденная")

return None, None

return new\_iteration(A, b, c, new\_Ab, new\_B, new\_Jb, new\_Jh, new\_x)

def simplex\_method(A, b, c, x):

Jb = []

i = 1

while i <= A.shape[1]:

if x[i-1] != 0:

Jb.append(i)

i = i + 1

Jh = []

i = 1

while i <= A.shape[1]:

if x[i-1] == 0:

Jh.append(i)

i = i + 1

Ab = np.zeros((len(Jb), len(Jb)))

i = 0

while i < len(Jb):

j = 0

while j < len(Jb):

Ab[i][j] = A[i][Jb[j] - 1]

j = j + 1

i = i + 1

B = np.linalg.inv(Ab)

answer, Jb = new\_iteration(A, b, c, Ab, B, Jb, Jh, x)

if answer is None:

print("Something went wrong")

return None

return answer, Jb

def get\_float\_index(a):

for i in range(len(a)):

if isinstance(a[i], float):

return i

return None

def cutoff\_method(A, b, c):

x = [0]\*(len(c) - len(b))

for i in b:

x.append(i)

x\_plan, Jb = simplex\_method(np.array(A),

np.array(b).reshape((2, 1)),

np.array(c),

np.array(x)

)

B = [i - 1 for i in Jb]

N = []

for i in range(len(x)):

if i not in B:

N.append(i)

Ab = []

for i in B:

Ab.append(np.array(A).transpose()[i])

Ab = np.array(Ab).transpose().tolist()

Ab\_1 = np.linalg.inv(Ab)

An = []

for i in N:

An.append(np.array(A).transpose()[i])

An = np.array(An).transpose().tolist()

L = Ab\_1.dot(An)

index = get\_float\_index(x\_plan)

if index is None:

return True, x\_plan

k = B.index(index)

l = [i for i in L[k]]

result = [0]\*(len(x))

for i, j in zip(N, l):

result[i] = j - math.floor(j)

result.append(-1)

result.append(x\_plan[index])

return False, result

if \_\_name\_\_ == "\_\_main\_\_":

c = [7., 10., 0., 0.]

A = [

[-1, 3, 1, 0],

[7, 1, 0, 1]

]

b = [6., 35.]

is\_plan, result = cutoff\_method(A, b, c)

if not is\_plan:

for i in range(len(result) - 1):

print(result[i], end=" ")

i = i + 1

print("| ", result[i])

else:

print("Plan: ", result)